**Lab 2 -Prolog Syntax and Error Messages**

**Terms, Facts, Queries, and Rules**

The basic constructs in Prolog are: facts, rules and queries. These are all built out of Terms.

**Terms**

There are four kinds of Terms in Prolog:

1. integer A positive or negative numbers, e.g. 23,4500, -360
2. atom There are three different classes of atoms:

(1) All text constants (text constants can contain letters, numbers and underscores) beginning with a lowercase letter, e.g. george, j987\_abe;

(2) All terms enclosed in a single quote 'Bill Gates';

(3) Certain special symbols: +, -, ...

1. variable Begins with an uppercase letter or underscore \_, for example George, or \_ron. Note, the underscore alone \_ is an anonymous variable and two occurrences of \_ are different (i.e. they cannot be bound together).
2. Complex Term also called structures are built out of a functor followed by a sequence of arguments. The arguments are put in ordinary parentheses, separated by commas and placed after the functor. The functor must be an atom (i.e., a variable cannot be used as a functor). In other words, complex terms have the form functor(argument1, ..., arguementN).

For example, likes(mary,john) is a complex term with functor=likes, argument1=mary, and argument2=john. Other examples of complex terms are:

smart(john), loves(dt2284,ai), kisses(mary, X), likes(Y,icecream), parent(X,Y), append(X,Y,Z).

Note: arguments can also be complex terms!

**Facts**

Facts are the simplest form of Prolog construct consisting of a predicate and a list of arguments. The syntax for a fact is:

pred(arg1, arg2, ... argN).

where

1. pred Is the name of the predicate
2. arg1, ...argN - arguments can be any legal Prolog term.
3. N Is the arity or number of arguments of the predicate. A predicate of arity 0 is simply pred
4. . The syntactic end of all Prolog clauses

**Queries**

Once we have some facts in our Prolog knowledge base, we can query the Prolog interpreter to find out whether or not a fact is true given the current knowledge base. A fact is true if it is listed in the knowledge base, (or if it is the head of a rule and all the facts in the body of the rule can be proved true).

Prolog queries work by pattern matching. The query pattern is called a goal. If there is a fact that matches the goal, then the query succeeds and Prolog responds with yes or true. If there is no matching fact, then the query fails and Prolog responds with no.

Prolog's pattern matching is called unification. In the case where the logicbase contains only facts, unification succeeds if the following three conditions hold:

1. The predicate named in the goal and logicbase are the same.
2. Both predicates have the same arity.
3. All of the arguments are the same

Let’s assume we have the following knowledge base:

room(kitchen).

room(office).

room(hall).

room('dining room').

room(cellar).

The first query we will look at asks if there is an office room. To pose this, we would enter that goal followed by a period at the listener prompt.

?- room(office).

yes

Prolog will respond with a 'yes' if a match was found. If we wanted to know if the attic was a room, we would enter that goal.

?- room(attic).

no

**Rules**

There is an important difference between facts and rules. A fact like parent(tom, liz). is always true. Rules specify things that are true if some condition is satisfied. Therefore rules have: (1) a condition part (the right-had side of the rule or body), and (2) a conclusion part (the left hand side of the rule or head). The syntax for defining a rule is:

head :- body.

where

1. head is a predicate definition (just like a fact)
2. :- is the neck symbol, sometimes read as "if"
3. body is one or more goals (a query)
4. . is the syntactic end of all Prolog clauses

If all of the goals in the body can be proved then the head of the rule is taken to be true.

**Prolog Connectives**

The Prolog connectives include:

1. As we discussed above, in Prolog the neck symbol :- defines the IF THEN connective. For example, the Prolog rule

happy(john):-eating(john). can be understood as specifying that john is happy IF john is eating.

1. In Prolog the comma symbol , defines the AND connective. For example the Prolog rule

happy(john):-eating(john), watchingtv(john).

can be understood as specifying that john is happy if john is eating AND john is watching tv.

1. In Prolog the semi-colon symbol ; defines the OR connective. For example For example the Prolog rule

happy(john):-eating(john),watchingtv(john);playingbaskteball(john).

can be understood as specifying that john is happy if (john is eating and john is watching tv) OR john is playing basketball. You can also define an OR relation by having two separate rules handling each side of the OR. For example, the rule

happy(john):-eating(john),watchingtv(john);playingbaskteball(john).

could be rewritten as two rules

happy(john):-eating(john),watchingtv(john).

and

happy(john):-playingbaskteball(john).

## Writing your own knowledge bases

There are two basic steps to writing a Prolog knowledge base:

1. Start a text editor and open a new file called Name.pl (where Name is a name of your choice), write your knowledge base, and then save the file in your working directory
2. You can then load and query this knowledge base in the same way as you loaded and queried the previous knowledge bases. When making changes to Name.pl, you have to save the file again and you have to load it into Prolog again.

As an exercise, write a Prolog knowledge base called kb4.pl specifying the following facts and rules:

1. Harry is a wizard.
2. Hagrid scares Dudley.
3. All wizards are magical.
4. Uncle Vernon hates anyone who is magical.
5. Aunt Petunia hates anyone who is magical or scares Dudley.

Try writing the solution yourself before looking at the hints below.

**Hints:**

1. **Harry is a wizard.** This sentence assigns a property (being a wizard) to a specific individual (Harry). It hence states a fact. Properties are usually encoded as Prolog predicates, and specific individuals as atoms. Remember that atoms cannot start with a capital letter; i.e., Harry is not an atom, while harry and 'Harry' are atoms.
2. **Hagrid scares Dudley**. This sentence says that a particular relation (scare) holds between two specific individuals (Hagrid and Dudley). Hence, it states a fact.
3. **All wizards are magical**. This sentence does not talk about a specific individual, but about all individuals with a certain property (all individuals with the property of being a wizard). It expresses a general rule about wizards. The sentence could be reformulated as if somebody is a wizard, then he/she is magical or as for all X, if X is a wizard, then X is magical.
4. **Uncle Vernon hates anyone who is magical**. This sentence states that a particular relation (hate) holds between a specific individual (Uncle Vernon) and any other individual with the property of being magical. You need a rule to express this. The sentence could be reformulated as for all X, if X is magical, then Uncle Vernon hates X.
5. **Aunt Petunia hates anyone who is magical or scares Dudley**. This sentence is very similar to the above. It states that Aunt Petunia hates anyone who is magical and in addition, she hates anyone who scares Dudley. This can be reformulated as follows: for all X, if X is magical or scares Dudley, then Aunt Petunia hates X, which is the same as saying for all X, if X is magical, then Aunt Petunia hates X, and for all X, if X scares Dudley, then Aunt Petunia hates X. That is, we express the disjunction by specifying two rules: one for each disjunct.

**Solution** – kb4.pl

Load this database into Prolog. Prolog should give you a short answer saying that it compiled your knowledge base (or just show you the prompt). If it gives you a different answer, there might be a problem with your knowledge base. Skip ahead to the next section to see which are the things that Prolog may complain about.

Ask the following queries:

1. Does Aunt Petunia hate Hagrid? (The answer should be yes.)
2. Who does Uncle Vernon hate? (The answer should be Harry.)
3. Who does Aunt Petunia hate? (The answer should be Harry and Hagrid. Type semicolon to get the second answer).

**Interpreting the error messages and warnings that Prolog may give you**

**Syntax Errors**

Prolog will tell you if the things that you are writing are syntactically incorrect. Download the knowledge base [**kb\_syntax\_error.pl**](file:///C:\Users\SVETLA~1.HEN\AppData\Local\Temp\7zO4A6D9DA0\syntax_error\kb_syntax_error.pro) to your working directory and load it into Prolog. You will get something like the following answer.

?- Warning: (c:/.../prolog/workspace/kb\_syntax\_error.pl:2):Redefined static procedure wizard/1

ERROR: c:/.../prolog/workspace/kb\_syntax\_error.pl:5:0: Syntax error: Operator expected

ERROR: c:/.../prolog/workspace/kb\_syntax\_error.pl:11:0: Syntax error: Operator expected

ERROR: c:/.../prolog/workspace/kb\_syntax\_error.pl:33:0: Syntax error: Unexpected end of clause

ERROR: c:/.../prolog/workspace/kb\_syntax\_error.pl:44:0: Syntax error: Unexpected end of file

% c:/.../Prolog/Workspace/kb\_syntax\_error.pl compiled 0.02 sec, 9,996 bytes

This tells you that there are four syntax errors. It also tells you that the Prolog interpreter thinks that the errors are in lines 6, 12, 15, and 18. And it gives you some indications as to what might cause the problems (operator expected, unexpected end of clause/file). Which are the mistakes? (Solution at the end of the lab-sheet)

**Singleton Variables**

Another thing that you might get complaints about are singleton variables; i.e., variables which are used only once in a clause. Download the knowledge base [**kb\_singleton\_vars.pl**](file:///C:\Users\SVETLA~1.HEN\AppData\Local\Temp\7zO4A6D9DA0\singleton_variables\kb_singleton_vars.pro) and load it into Prolog. You will get something like the following:

% c:/.../Prolog/Workspace/kb\_singleton\_vars.pl compiled 0.02 sec, 1,292 bytes

?- Warning: (c:/.../prolog/workspace/kb\_singleton\_vars.pl:8):Singleton variables: [X, Y]

% c:/.../Prolog/Workspace/kb\_singleton\_vars.pl compiled 0.00 sec, 0 bytes

Prolog tells you that X and Y are singleton variables in the clause starting at line 8. Prolog warns you when it detects singleton variables, because singleton variables are often due to a typo (as in our example). Sometimes you do want to use variables which are mentioned only once in a clause. To avoid getting the singleton variable warning, you should use the anonymous variable \_ instead of a named variable in this case.

**Clauses not together**

Finally, Prolog complains when different clause belonging to the definition of the same predicate are not together in the file. Here is an example: [**kb\_clauses\_not\_together.pl**](file:///C:\Users\SVETLA~1.HEN\AppData\Local\Temp\7zO4A6D9DA0\clauses_not_together\kb_clauses_not_together.pro). When you load this knowledge base Prolog answers:

?- Warning: (c:/.../prolog/workspace/kb\_clauses\_not\_together.pl:14):Clauses of hate/2 are not together in the source-file

% c:/.../Prolog/Workspace/kb\_clauses\_not\_together.pl compiled 0.01 sec, 2,224 bytes

The first clause of the definition of the predicate hate/2 is separated from the other two clauses by a rule with the head magical(X)

**Exercises**

**Exercise 1:**

Modify the wizard KB we’ve seen previously so that X is a wizard if X's father or mother is a wizard?

**Exercise 2: The Gryffindor table**

The following picture shows who is sitting at the Gryffindor table. Define the functor sits\_right\_of/2 to represent who is sitting right of whom. sits\_right\_of(X,Y) should be true if X is to the right of Y.

![C:\Users\svetlana.hensman\Google Drive\DT228_4 AI\Lab2\images\gryffindor_table.gif](data:image/gif;base64,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)

**Solution**

Based on this knowledge base, formulate the rules defining the following predicates:

sits\_left\_of/2: sits\_left\_of(X,Y)should be true if X is to the left of Y.

(Hint: For all X and all Y, X is sitting left of Y, if Y is sitting right of X.)

are\_neighbors\_of/3: are\_neighbors\_of(X,Y,Z) should be true if X is to the left of Z and Y is to the right of Z.

next\_to\_each\_other/2: next\_to\_each\_other(X,Y) should be true if X is next to Y.

(Hint: X and Y are next to each other, if X is right of Y or if X is left of Y.)

Test your implementation by asking queries. For example:

1. *Is Lavender to the right of Parvati?*
2. *Is Lavender to the right of Neville?*
3. *Who is to the right of Hermione?*
4. *Who is sitting at the table?*
5. *Who is sitting two seats to the right of Hermione?*
6. *Who is sitting between Neville and Fred?*

(Partial solution – griff1.pl)

**Solution to Syntax Errors:**

1. Line 5 is: Scare(hagrid,dudley). Functors always have to be atoms, but atoms cannot start with a capital letter. Correction: scare(hagrid,dudley).
2. Line 11: hate(uncle vernon,X) :- magical(X). Atoms cannot contain spaces (and neither can variables, by the way) unless the whole atom is enclosed in single quotes. So, the problem is uncle vernon. Correction: hate(uncle\_vernon,X) :- magical(X). or hate('uncle vernon',X) :- magical(X).
3. Line 14: hate(aunt\_petunia,X :- magical(X). The head of the rule (what comes before :-) should be a complex term. All arguments have to be between an opening and a closing parenthesis. In Line 14, the closing parenthesis is missing. Correction: hate(aunt\_petunia,X) :- magical(X).
4. Line 17: hate(aunt\_petunia,X) :- scare(X,dudley) All clauses (facts and rules) have to end with a full stop. In Line 17, this full stop is missing. Correction: hate(aunt\_petunia,X) :- scare(X,dudley)